**Experiment 9**

(PART B : TO BE COMPLETED BY STUDENTS)

***(Students must submit the soft copy as per following segments within two hours of the practical. The soft copy must be uploaded on the Blackboard or emailed to the concerned lab in charge faculties at the end of the practical in case the there is no Black board access available)***

|  |  |
| --- | --- |
| Roll No. C013 | Name: Ashmit Jain |
| Class: B | Batch: B1 |
| Date of Experiment: | Date of Submission |
| Grade : | Time of Submission: |
| Date of Grading: |  |

**B.1 Software Code written by student:**

***(Paste your code completed during the 2 hours of practical in the lab here)***

**Task1:**

#include <iostream>

#include <queue>

#include <stack>

#define MAX\_VERTICES 100 // Define the maximum number of vertices

using namespace std;

class Graph {

int V; // Number of vertices

int adj[MAX\_VERTICES][MAX\_VERTICES]; // Adjacency matrix representation

bool visited[MAX\_VERTICES]; // Visited array for traversals

public:

Graph(int V); // Constructor

void addEdge(int v, int w); // Function to add an edge to the graph

void BFS(int start); // Function to perform BFS

void DFS(int start); // Function to perform DFS

void DFSUtil(int v); // Utility function for DFS

};

// Constructor

Graph::Graph(int V) {

this->V = V;

// Initialize the adjacency matrix and visited array

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

adj[i][j] = 0; // No edges initially

}

visited[i] = false; // Not visited initially

}

}

// Function to add an edge to the graph

void Graph::addEdge(int v, int w) {

adj[v][w] = 1; // Add edge v -> w

adj[w][v] = 1; // Add edge w -> v (undirected graph)

}

// Function to perform BFS

void Graph::BFS(int start) {

queue<int> q;

fill(begin(visited), begin(visited) + V, false); // Reset visited array

visited[start] = true;

q.push(start);

cout << "BFS Traversal: ";

while (!q.empty()) {

int v = q.front();

cout << v << " ";

q.pop();

for (int i = 0; i < V; i++) {

if (adj[v][i] == 1 && !visited[i]) { // If there's an edge and not visited

visited[i] = true;

q.push(i);

}

}

}

cout << endl;

}

// Utility function for DFS

void Graph::DFSUtil(int v) {

visited[v] = true;

cout << v << " ";

for (int i = 0; i < V; i++) {

if (adj[v][i] == 1 && !visited[i]) {

DFSUtil(i);

}

}

}

// Function to perform DFS

void Graph::DFS(int start) {

fill(begin(visited), begin(visited) + V, false); // Reset visited array

cout << "DFS Traversal: ";

DFSUtil(start);

cout << endl;

}

int main() {

Graph g(5); // Create a graph with 5 vertices

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(2, 4);

g.BFS(0); // Perform BFS starting from vertex 0

g.DFS(0); // Perform DFS starting from vertex 0

return 0;

}

**B.2 Input and Output:**

***(Paste your program input and output in following format, If there is error then paste the specific error in the output part. In case of error with due permission of the faculty extension can be given to submit the error free code with output in due course of time. Students will be graded accordingly.)***

***Input;***

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(2, 4);

***Ouput:***

***![](data:image/png;base64,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)***

**B.3 Observations and learning [w.r.t. all tasks]:**

***(Students are expected to comment on the output obtained with clear observations and learning for each task/ sub part assigned)***

 **Traversal Order**:

* **BFS** explores layer by layer, while **DFS** goes deep along a branch before backtracking.

 **Output Differences**:

* The sequence of visited nodes varies between BFS and DFS due to their distinct exploration strategies.

 **Pathfinding**:

* BFS guarantees the shortest path in unweighted graphs, whereas DFS does not.

 **Memory Usage**:

* BFS generally uses more memory (queue) than DFS (stack or recursion), especially in dense graphs.

 **Use Cases**:

* BFS is suited for shortest path and level-order tasks; DFS is better for complete explorations, topological sorting, and cycle detection.

**B.4 Conclusion:**

*(****Students must write the conclusion as per the attainment of individual outcome listed above and learning/observation noted in section B.3)***

*BFS and DFS are crucial for graph traversal, each with unique strengths. BFS is ideal for shortest path problems, while DFS is useful for deep explorations. Choosing between them depends on the specific needs of the problem, such as path length requirements or memory efficiency.*

4o mini

**B.5 Question of Curiosity**

***(To be answered by student based on the practical performed and learning/observations)***

Give BFS and DFS traversals for the following graph

![BFS vs DFS | What's the difference? - javatpoint](data:image/png;base64,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)

### Breadth-First Search (BFS)

BFS uses a queue and explores each level of neighbors before going deeper. The BFS traversal of the graph starting from Node 0 would be:

1. Start from Node 0.
2. Visit Nodes connected to 0: [1, 3].
3. Visit Nodes connected to 1 and 3: [2, 4].
4. Visit Nodes connected to 2 and 4: [5, 6].

**BFS Order:** 0 -> 1 -> 3 -> 2 -> 4 -> 5 -> 6

### Depth-First Search (DFS)

DFS uses a stack (or recursion) and goes as deep as possible along each branch before backtracking. The DFS traversal of the graph starting from Node 0 would be:

1. Start from Node 0.
2. Go to Node 1.
3. Go to Node 2.
4. Go to Node 5.
5. Backtrack to Node 2, then go to Node 3.
6. Go to Node 4.
7. Go to Node 6.

**DFS Order:** 0 -> 1 -> 2 -> 5 -> 3 -> 4 -> 6